# **Componentizar ainda é o melhor investimento: precisamos saber mais sobre diretivas!**

Começando deste ponto? Você pode fazer o [DOWNLOAD](https://s3.amazonaws.com/caelum-online-public/angular-1/stages/11-alurapic.zip) completo do projeto do capítulo anterior e continuar seus estudos a partir deste capítulo.

## **Pedidos de melhorias sempre acontecem**

É bem provável que nossos usuários estejam satisfeitos, mas não é incomum a solicitação de melhorias depois da aplicação pronta e podemos antecipar uma delas! Percebam que após a inclusão ou alteração de uma foto o botão salvar ganha foco. Isso faz todo sentido, porque ele foi o último elemento da página que sofreu interação. Mas se o mesmo usuário quiser alterar uma nova foto em seguida? Com certeza ele terá que clicar no botão voltar para pesquisar a foto na página principal.

Podemos melhorar a experiência do usuário fazendo com que o botão voltar ganhe o foco logo após a operação de inclusão ou alteração ser concluída. Essa pequena mudança permitirá que a tecla ENTER retorne o usuário para a página principal rapidamente. Mas como faremos isso?

## **Fazendo as pazes com DOM, mas cada um no seu quadrado!**

Que tal realizarmos manipulação de DOM dentro do nosso controller, por exemplo, usando jQuery? Definitivamente não! Se fizermos isso será muito complicado testar nosso controller com nosso framework de testes favorito, justamente pela dependência do DOM.

Angular permite manipulação de DOM não em nossos controllers, mas em nossas diretivas! Como diretivas possuem escopo isolado, elas podem ser testadas separadamente, sem impactar no código dos controllers. Já sabemos criar o esqueleto de uma diretiva, aliás chamaremos nossa nova diretiva de **meuFocus**.

Editando public/js/directives/minhas-diretivas.js:

// public/js/directives/minhas-diretivas.js  
  
angular.module('minhasDiretivas', [])  
 .directive('meuPainel', function() {  
 // código omitido  
 })  
 .directive('minhaFoto', function() {  
 // código omitido  
 })  
 .directive('meuBotaoPerigo', function() {  
 // código omitido  
 })  
 .directive('meuFocus', function() {  
 var ddo = {};  
 ddo.restrict = "A";  
 ddo.scope = {};  
  
 return ddo;  
 });

Bom, criamos o esqueleto da nossa diretiva, mas como será sua API? Bom, ela será usada como atributo no botão. Mesmo sem terminarmos nossa diretiva, vamos adicioná-la no botão voltar:

<!-- public/partials/foto.html -->  
<!-- HTML anterior omitido -->  
  
<a href="/" meu-focus focado="focado" class="btn btn-primary">Voltar</a>  
  
<!-- HTML posterior omitido -->

Além da nossa diretiva, adicionamos o atributo focado, que faz parte da API da nossa diretiva. Ele deve apontar para a propriedade $scope.focado do controller. Se for true, o elemento ganha o foco, se forfalse, ele deixa de ganhar. Sendo assim, o papel de FotoController será atribuir o valor true toda vez que cadastrarmos uma nova foto. Já vamos realizar essa alteração:

// public/js/controllers/foto-controller.js  
  
// código anterior omitido  
  
$scope.submeter = function() {  
  
 if ($scope.formulario.$valid) {  
 cadastroDeFotos.cadastrar($scope.foto)  
 .then(function(dados) {  
 $scope.mensagem = dados.mensagem;  
 if (dados.inclusao) $scope.foto = {};  
 // novidade aqui!   
 $scope.focado = true;   
 })  
 .catch(function(erro) {  
 $scope.mensagem = erro.mensagem;  
 });  
 }  
 };

## **Diretivas, @&= e seus segredos**

Um ponto importante: depois do nosso botão ganhar o foco, $scope.focado deve receber o valor false, caso contrário nosso botão ficará com foco eternamente! Atribuir este valor false será papel da diretiva. É por esta razão que não podemos usar @ e nem & em seu escopo isolado, modificadores que já usamos em outras diretivas. Usaremos =, que criará uma relação bidirecional, isto é, FotoController e a diretiva meuFocustrabalharão com a mesma referência para $scope.focado. Se focado mudar na diretiva, mudará no controller, se mudar no controller, mudará na diretiva:

// public/js/directives/minhas-diretivas.js  
  
// código anterior omitido   
  
 .directive('meuFocus', function() {  
 var ddo = {};  
 ddo.restrict = "A";  
 ddo.scope = {  
 focado : '='  
 };  
  
 return ddo;  
 });

Muito bem, mas isso não resolve o seguinte problema: precisamos ter acesso ao elemento do DOM para que possamos focá-lo em nossa página. Então, toda diretiva processada pelo Angular passa por duas fases: **compile**e **link**. O retorno da fase compile sempre devolve uma função de link, inclusive é apenas nesta função que podemos atribuir observadores que são executados sempre que o valor da propriedade observada mudar, recurso que precisamos. Nela, também temos acesso ao escopo isolado da diretiva e ao elemento do DOM no qual a diretiva foi adicionada.

// public/js/directives/minhas-diretivas.js  
  
// código anterior omitido   
  
 .directive('meuFocus', function() {  
 var ddo = {};  
 ddo.restrict = "A";  
 ddo.scope = {  
 focado : '='  
 };  
 ddo.link = function(scope, element) {  
  
 };  
  
 return ddo;  
 });

Excelente, mas não confunda scope da diretiva com $scope. O primeiro é o escopo isolado da diretiva, o segundo é escopo de um controller, tudo bem?

## **Conhecendo o oráculo do data binding: $watcher!**

Um ponto que precisamos resolver: só podemos executar o código da diretiva quando focado mudar, ação que será inicialmente empreendida pelo nosso controller. Nossa diretiva só saberá que ela mudou se adicionarmos um observador, na linguagem do Angular, um **watcher**:

// public/js/directives/minhas-diretivas.js  
  
// código anterior omitido   
  
 .directive('meuFocus', function() {  
 var ddo = {};  
 ddo.restrict = "A";  
 ddo.scope = {  
 focado : '='  
 };  
  
 ddo.link = function(scope, element) {  
 scope.$watch('focado', function() {  
  
 // executado toda vez que o valor mudar  
 if (scope.focado) {  
  
 // se mudou e é verdadeiro, o elemento deve ganhar o foco  
 }   
 });  
 };  
  
 return ddo;  
 });

O scope.$watch recebe dois parâmetros. O primeiro indica qual propriedade do escopo privado da diretiva desejamos observar por mudanças e o segundo a função que será executada sempre que a propriedade mudar. Se scope.focado for true, focaremos nosso elemento:

// public/js/directives/minhas-diretivas.js  
  
// código anterior omitido   
  
 .directive('meuFocus', function() {  
 var ddo = {};  
 ddo.restrict = "A";  
 ddo.scope = {  
 focado : '='  
 };  
  
 ddo.link = function(scope, element) {  
 scope.$watch('focado', function() {  
  
 if (scope.focado) {  
 element[0].focus();  
 scope.focado = false;  
 }   
 });  
 };  
  
 return ddo;  
 });

O element é um elemento DOM, porém encapsulado pelo jqLite. O que é isso? É uma API de manipulação de DOM usada pelo Angular que tenta seguir o padrão da API Sizzle, mesmo padrão usando pelo jQuery, jbMobi ou Zepto. O problema é que o jqLite não possui a função .focus() que o jQuery possui. Neste caso, quando usamos element[0] significa que estamos acessando diretamente o elemento do DOM encapsulado pelo jqLite, sendo assim, podemos chamar a função focus() diretamente no elemento.

Será que funciona? Vamos selecionar uma foto qualquer e clicar em salvar:

![Botão voltar ganhando foco](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfwAAACQCAYAAADtE9mGAAAXHElEQVR42u3daVhUV57H8X4/r+d5Zp50jxviknS6E830rN0vupPM9KTbxC1xiYkLahTXqNGoGDVqXHCL+4oCBkVFRVCicQ24R1Q2xQ0BZVHWQihQ/nPPubeKKhatMma79f08z3kOVXc9F/F3z7m36v5KAACA7f2KQwAAAIEPAAAIfAAAQOADAAACHwAAEPgAAIDABwAABD4AACDwAQAg8AEAAIEPAAAIfAAAQOADAAACHwAA/EIDv+a+XDiaJNHR0UaJlaPnb0gNxx4AAPsE/v3zcdKlS5cmpWuX4XK2+DG/AQAAfumB78z/xiPk35YFRu9+26LPGt578wsp4ncAAMAvOfCdcmjkf5m9+a4T5WZNfcOUrFh36MfdfihSc0fCQ4dJ6IztcvnyIZn6zh/k96O2y+GFU2Xo0JGSqOZRjPkWh4bK0NAFen33jiw3fg7VJxLhU4bLm13+Iq93HyJRKXe8RxmMdX46tKe88cYbRnlHJi+KkzyP/QEAgMB/VkY4j37VDPVB29KaTq6plIqKCvNafk22DH+10ZD/mxtkW8h/6p+3Xi2zFjLn69plsKQagZ0TO6bZywWqbLxQqhdxnI9qdvprXedJHr9/AACB/30DvyHE3YEtBbIl5K9GL7y7dDfKm13etnr42e6TA3Vt/8D5TLmVf18Smgn80VbgZ+jAn2AtM1jO5atRgAfylbXMK8N2GScTD2Tr6/+qX//5s/1SrkYX8k9LD2tbE5Ny+BcAACDwn1fgTz1mDbHXZLjD1lV0mHsEfuSVUmsFTp8D/62I79ybdV8uUPcHeOxD4t2GGwQvLuzb4sgDAAAEvl8eyBKrd/3yp/Huj+FVVNRITUW2THu1a5PAdwV548Df7nENv7nA9wxu560DDfcNlF+zTiTelrMVDdfsXZcCCHwAAIH/HOTsnejuyU+MP6uH1EUq5ULsjGZ7+I0DP84K/OG7zGCuzNrrHsL3DHzVm3ddj/9u0yjzvR7bpFruyCzrxMK1DvF4b2jSdf4FAAAI/O+vwN3Lb6k8KfAPTf6jez51N37DZ/gbBb5RXn3jI5kxpbf79bD47CYnHSFTwmTU66+515FawZ36AAAC//mouSf7F471CvlXuk+TffuW6p93eAX+cI/AN2+w87x7/20j9N/0mM8V+C8P/URGvfMH93xDwhOs0QTzxOFC7OfeJxpvTJRvbz3ktw8AIPCff/DXSEXFff1RPH+pZSpqmn4ZryvwB+7K9pivpV6705xewZf6AgAI/F+Ua1EDdOD/0eMufQAAYLPAr8w6JQcPHpRvswr5TQIAYNfABwAABD4AACDwAQAg8AEAAIEPAAAIfAAAQOADAAAbBn5tba3k5OTIpUuX5Pz58xQKhUKhBERRuafyT+Wg7QO/rKxMsrOzpbCwUEpKSqS8vJxCoVAolIAo6ivdVf5lZmbqPLRt4KszGhX2lZWVUl1drV/X1dVRKBQKhRIQReWeyj+Vgyr0f8qe/g8a+GoYo6ioSJxOp9TX8yhaAEDgUfmnclDlocpFWwa+unZRU1ND2AMAAj70HQ6HzkVbBr66YeHncKMCAAA/NZWHKhdtG/jqGgYAAIFO5SGBDwAAgU/gAwBA4BP4AAAQ+AQ+AAA/LPU5ewLfj8DPT0uVi2k3xdno/drSHEk9c0UKnPXNLpNVaB1ox109X6HDnK8oLU0uXkyTXEfzHwssu5Xe4vSW9qUqL8NYJkscXvuXL2ePJkjU5s2yOWq3nEzL5V8/AASQsLAwOX36NIHvk9IL0qtXL1325ld7TcrYFKrf7zHnUOP4la09e8s761PNV1ei9Xyr0svNaX1669fdlyY3s8Fimduzl8f8/uxLH7lsnSSUXYxyz9uzb1/3zz0+2+N1UgAAsCcV9Or//QEDBjyxp0/gW7J3T3WH5aCV57ynRX7qnrbBK5yr5KvB78rACCvwr+7wmKdK9o1+z1pummQ2Gh2oStvuXueWRoH/5H2ZZLw/ygr8YllmnDT0HLNabrpHCarkUuTs5k8kAAC2ogJeBb0rMzZt2kTgP5kZnB9GpEjG7k+MgzbeK6A9A1+F901nvZ+B30uWnb3rtcVTsz9o4STiafviEfiOTAkxlh+43vukQJx3ZNmYMbI19R5/DQBgYyrgG/LJLFeuXCHwW+Lqbe+8/Uik8Ij+eVHy3UYhO02+u3pcB+y7K5N9DvweE1ZLRFhf6TU2ruF6vBXUM+PiZGKjwPdtX1w9fHP7eiRgxnI5eOaK5BVW8hcAAAGgoKBAX7tvXFrq5RP4huOz+0nvfuusa95Vsk31zEMi3NfAXSGbafycYw23b7FC/WmB33PiHrmVFq2vu58qfWz24Y8s1D33K4UZTQLf131xXcMXR45Efz6u0RneYFm7/xLX8AEABL549LbH6pAcJZujoiQqarMOYRXQ3xQ9biZki2VVn97Su/dCKZBa2feUwO8dssPo2d+TmT17ycg92e6ThB5zjho/39Hbdge+3/viwVklRVfTJSlug7UOz5EIAACBH+CBf/fggiZ3uPfta9auIG8csrW3kvT08ZsPy7aP+zz5Gr7RO1dD+ZlfDjJOEtZJYeFpj3lu6KF9V+D7uy+1xromjJnVNPyNk5INaqg/ZD29fACwKYb0/Qz8jUZvvefYiEbBWCV7jSDv3WumEcnN96ovrR3pDuXQ6CcHvl53XpJ7frVe/Ul5Z5ZH4Jf7vS+u7U1LuN6oVbVyQC3jvjQAALAjbtrzI/DVwfns2N0m7xefXKmnLU2938Iw+h335+hHuXr41g13rsD3vv5uBrpnb911856av/bW/mfYl3LZYt20N37FXkm7ektuXU2XPUs+ZkgfAAIAH8vzK/DHNzMkbobxRP0FNgmSaYSsu1fu2fe2At7Vw5e8Ix6BXyuHwvrqm/Zcd+ffjZ/jdT1enNfdN+1lRE70aV9y9LC/9017ETOGNTnDC4s4Tu8eAAIAX7wjAfZd+s4qKSsslFKHo8nX8QIA7I2v1uXhOQCAAMDDcwh8AAAIfAAACHwCHwAAAp/ABwCAwCfwAQAg8H+cwE9NTSXwAQAwVFdX61y0ZeDn5ORIaWkpv2UAQMArKSnRuWjLwK+trZXs7Gypr6/nNw0ACFgqB7OysnQu2jLwlbKyMh365eXlDO8DAAKOyj8V9ioPf0q/+jE2os5o1DCGunahbligUCgUCiUQiso9lX8/Zc/+Rw18AABA4AMAAAIfAAAQ+AAAgMAHAAAEPgAABD4AACDwAQAAgQ8AAAh8AABA4AMAAAIfAAAQ+D9PJVWPJL888IpqNwCAwLc9h7Ne0grq5FxenRy4VhNwRbVbtV8dBwAAgW9bKuxU8M0+Xi0zjj4MuKLardqvjgMAwKaBH5t8Vf774w3Sutf0gCiqrarNLiUPH+serivsu62/IS/POiOdpp+wfVHtVO11hb46DuXVj/mrAwC7Bf7snWel1bsz5NXxEfLn2fvkb4sPy1vhh21b//nzffKK0VbV5llG2xV1DVv1bl1hHzR6h7w8KU7+feYh+dPc4/KnecdtWav2qXaq9rpCXx0HdTwAADYK/Pr6euk8fIV0nRBp/Oe/X16Zuld+O2WvvPypfevfG+WPsxPklXGbddvVMXAFftiRh/KS0eP93Sd7pOuUOOk8Nko6jo2WjmPsWav2vfbpHvmtEfqq3ar9BD4A2DDwHz16pIe4/23GPiMQ4+S3k+MCpn5t6i5p894sfQwaAr9KD3O/Eva1dBwdKR1GrJMOH621da3a+fupidJ5+re6/QQ+ANgw8Ovq6nTgvzx5l7z0yW4jCHcHTP07o6i2q2PgCvzp35iB3/mTBCMIt0rw8NVGMK6xda3a+eLkBN1u1X4CHwBsHPgvTdppBOHOgKufFPgdQrfoQAwetsrWtWqnai+BDwABEfix8tLE2ICrWwr8TpPijSCMkPZDVxjBuNLWtWqnai+BDwABEPgvTtguL07cEXB1iz18IwCDR26SDkYgtg/50ta1amdnAh8AAiXwY+TFj2MCrm4p8DtO2GsE4UYJGrLMCMbltq5VO1V7CXwACIDA7zx+mxGAXwVc3eKQvhGA7T9aL8EqGAcvtXdttLMTgQ8AAdLDHx8tncdF+113Gr3Z/GiXKqM2+7W8v/P/EHWLPfyP43QQth+0RIIGL3l6PWCBtPug+entPzCmDfBtPe2M9fi0vedYq3aq9hL4ABAAgd9pbKQRgFF+1Bvl1wsOSnzqbUnPvy/X84vlYkaGzJm8Ujr6sHzQwmMSfy5dFq+I9nO7z7duOfB3S9CwtUYgLpaggeFPrTclX5GkEyek28Cm0+cdviBJR1Lk7Q+fvJ5WYfGy79R3snDBUv267btTpU0/37b/vWqjnaq9BD4ABEDgdx67VTqN2epz/U8x6VLT7BprZPeqzU9dvs1G83vs88+f9mu7z7tuKfA7jFeBv0aCPlxkBOOip9YpDvMJc/vXLvN6v9OAk1Kmp5RKqBH4T1rPC8sv6znzTh2S4A93yQVjnRW3Lvm0/e9VG+1U7SXwASAQevijI4wA3OJT3XnMHjlVpQLukZw7meJ+f93lB+ZK7992z99h2FIJ6j9bf6Nd2/cXSfAI8/22q7P0CcPNc6ek08hV0vbDld7bGbFS2r+/TDro1+ulw+BF0raPuZ6gga73zfmChhjTVW1Mbzdsnc/tUHXLgb9LgkJWGYG4UII+WPDUevCZIt304rRjXu8POp5rvp+ZrF+3+2CetO4+RX79t3Hym7emSOu+c93z/2bRJX1MbqQckHY9N4iO/9xUadV9urSx1te2T5i06jbWXL7bFGnz/sKG9faYacw3T9p0N6b3nOXTfuvaaKdqL4EPAAER+Jv1NXVf6hdHHZXreulymfzBUmmvvqLVeL/zqANysbxOKgpuS0/jdaehSZJS9NBja48kL/2yBBvrUYEvOvBTJOJapYjTIZGfb3FvZ+LZAmOqU/au2yr/F5kqdxy1DatxVsuZw0f0fGuuloizNF92puTpsHTeu+1zO1TdYuCP22kE4UppN2C+EYzzn1q3nnbK7Mk7C2SIup5vvX+g8LFud+KSxcZ7c2RMYpaUOxuaUlFwXWZNmKvnV4Gv3MjIlUKvZ9LXyJ4l4dK+z25JLqjy/O1J3uWz0sbYzv/EXJcaZ4XsS0g1l3U+kFCP/XhibbRTtZfAB4AACPyOoRuNANzkcx1fUOsOo+vXrsvOhEPy4aRZ0i5kuXu+pGLzEavl9x/ImZv3raFtkYNrt0qblZlm4J9NlokXzJGBG6dP6OU6jdpuDZE7ZGHoMcm1lrufWySpuQ7rVZmMCTX2457Tqz351zL8akfLgR8r7YasMALxC2n3/jyf6oO6vXWSsGihft2x33GzzY486fb+fPlLXKZ7P/NuF8h110lMZY4MMqb/ekGqeRzSb8r10ofuk6SiokIJn7pQDhSZx7PCeH06u8B9PBMXL5JBpwq8jkN5Ua4M6f+Fb/tvtFO1l8AHgEAJ/JEbfK5fDD0iZ+5VNVlfeWmBrJ23UjqHJkl6bb0e3g8eslyCjGB5L9kMpYNrIrwCP3juRTO8Su/o9bddftnsredmSut1V/XP+RdPSPsh4dL2/RmyJ/+xGfgjNshOK/Arcm/5tf+uuqXADx6z3QjCL6Vt/7k6GH2p+3+Tb56YXDimXw86dke/vquG6Puvk2TrOv/JmHD3cnvvmvufmRDbEPjJ5vx6SD/vip4vqP92SVM996Jr0rp3mPxLt4nS63i+FfgLZdDxe9boR7HM6z/Pr/1W7VTtJfABIAACXz89beR6n+v2RlAEDVsvnUbslzlfZ8mJm8VS7h51r5Al6iNtA1fIyqPpkpZf5jHNCNY1m6X1igwr8E/q9cU/eKxHC6KM5YacNU8Mvo2N0NfmW03aKbFnbsj1MkfDjYLOUhk9Yr078A+u3uTX/rvqFnv4RgAGDVpmBO9cadtvjk91cP8kKdT7littjNeJhWabYibPM45XjFzTvf078ve+Dcv9Q8x1d8i/MP+i9XNiw/x5Ge71t+4+R1Z8nSpXch94XBaok4Tw+TLYCvwbKXt83l9XrdrZgcAHgAAKfB8fpxo057zccdZJRsrhJtO/LjaT/cDqw5Jm9Wiltkby7hRKhp5mBOvqjd6Bbyz3v0fMkM9KOix7So2grH0gw4evlVarLrmHrmuqqiTzZoHkqpED493RxvSd98ze/vSPnu3xsE/q4asgVKHoTzF77HWya/lh0S0qzdbvB/WzArwg02v+F+adlmor5D0D3z2/Ffjt+8XKlUrreDqrJfd2nqQX1boD39XD3796gd/7rNpJDx8AAiTw/XmcapsvM82etrNABvUN19/JHjx8uQQPWiBbbpnX2A8kmkP2ztsZ0t5YLmhIuPRJvqcD6sCS9dJqeboZ+GeO6/V2Gm5dq3dU6HUXXz2n3w85a979nnkyQb8OGjhf9uhr2SUydPgaidWBb/T2hz3b42Gfd+C/vu+23t/qSvPEJ/N4nBX4UeaQvDyU6DFh0vrdz4wyTWZdLjGPgzFfs4Gfe1HP+8+LzWk1Ny5JK2N9allzSN8I/LlfuANfhT+BDwAE/hMD35/HqiY9eGz1Nivl1MkLEpV0XlJuuvriD2XDausGNWepxB9Mlr1pDTeV5X13zivwXeuNym24Ue3gqvX6/ZBz983VFN6S6PjTkpLnum+gTk7s3+cV+M/yeNjnHfjB/RIl291Sh2zo2zBt3KlC65hUyNFjpyQxs8iar0LmGvM1Dvxs61heuJQqsyIvW8s+kL0JRyTu0l33VnLPfUvgAwCB71vg+/tY1Y5D4+XMveqmK6wqle0r10qHodtkf+5Dr0nFxa477CtlyrIM83P4Z4+61/uP22+Yk8vuyjvWdjoNPSrpVZ4fUXskecXWdstuWNfwy2VUyLM9HvZ5B74qW3PMkxJnflaTaZEZJd7Hy+mQBGsY/oX55ufwb6Yk6tcbPeZNDN8o+3K8b5IsKqpwnzBEnCjUxyaRwAcAAv9Jgf+sj1dtM2uPTPrqhMyJOSwjlsQ0Mz1G3lq6V4bMXKVf/31ZgkxeEeP3droZ6xm8dL90t14PXnVIRs5c+b0fD/tDBP5TA7ZflAwL32GUr/xe9oUp6+WvX2yTQZPn6dd/nb9DJoVv+H77Q+ADQOAEfiA8Bra5+qcI/J9bIfABIIACPyAeA9tMTeAT+AAQUIH/Yz6O9edUE/gEPgAEWOD/CI9h/RnWBD6BDwABFfg/6ONXf8Y1gU/gA0CABf5C3x+naqOawCfwASCgAt/Xx8DarSbwCXwACLDA9/0xsHapVdi16hVG4BvtbD86RjpPP0ngA4CdAz94wDxp/d4s3x+napO6TZ9Zuu2NA7/L52ckaGSUtAtZo8PQ7kW3c2SkbjeBDwA2DfxHjx7JtE1fS6ue06WNEfpt+37u9+NVf4m1aqtq89LdyfoYuAI/7EiV9IvMkaBRRg9/ZLTu+arevp2LOrlR7R0ck6/bT+ADgA0Dv76+XmpqaiTym0vyH+PW6l6vGuK3e1FtjT99VZxOpz4GJQ8fy7m8Opl97KFMO+yQfltvy6tGj1cNc6shfjsX1c6BX+Xqdqv2q+NQXv2YvzoAsFPgK48fP9ah73A4pKKiQsrLy21fVFtV2Ku2u6QV1une7Swr9KceqpBPvy6XKUn2Lqqdqr2q3ar96jgAAGwY+K6evhraVtezA6Gotqo2e3I463XYqR5u4tVqSch6KAmZVfYvRjtVe1W7VfvVcQAA2DTw0UANZ6tr2IFWGMYHAAIfAAAQ+AAAgMAHAAAEPgAAIPABACDwAQAAgQ8AAAh8AABA4AMAAAIfAAAQ+AAAgMAHAAAEPgAABD4AACDwAQAAgQ8AAAh8AABgx8AvKSmhUCgUCoXiUejhAwAAAh8AABD4AACAwAcAILD9P+zWdJ37zYsHAAAAAElFTkSuQmCC)

Funciona perfeito! O mais bacana desse exemplo é que ele nos mostra de perto como funciona o mecanismo de data binding do Angular.

## **Consultar oráculos sai caro, há alternativa?**

Conhecemos o $watcher, o "oráculo" do data binding do Angular, mas não podemos abusar dele em nossa diretivas, porque há um custo computacional nisso, o que pode tornar a atualização de nossa view bem lenta.

Não é o nosso caso, mas sempre que formos criar uma diretiva devemos nos perguntar se há outra forma de conseguirmos a funcionalidade sem o uso de watchers.

## **Menor custo com barramento de eventos**

Em nossa diretiva, no lugar de usarmos watchers, trabalharemos com o barramento de eventos (*event bus*) do Angular.

Nosso primeiro passo será editar FotoController e substituir $scope.focado pelo disparo do evento**fotoCadastrada**, através de **$scope.$broadcast**:

// public/js/controllers/foto-controller.js  
  
// código anterior omitido  
  
$scope.submeter = function() {  
  
 if ($scope.formulario.$valid) {  
 cadastroDeFotos.cadastrar($scope.foto)  
 .then(function(dados) {  
 $scope.mensagem = dados.mensagem;  
 if (dados.inclusao) $scope.foto = {};  
 // novidade aqui!   
 $scope.$broadcast('fotoCadastrada');  
 })  
 .catch(function(erro) {  
 $scope.mensagem = erro.mensagem;  
 });  
 }  
 };

O nome do evento poderia ser qualquer um, mas deixamos claro que é um evento disparado quando a foto é incluída ou alterada. O $broadcast desce na hierarquia de elementos no escopo do controller, diferente do seu irmão $emit, que sobe na hierarquia.

Agora, vamos mudar nossa diretiva no que diz respeito à sua API. Primeiro, vamos alterar foto.html:

<!-- public/partials/foto.html -->  
<!-- HTML anterior omitido -->  
  
<a href="/" meu-focus class="btn btn-primary">Voltar</a>  
  
<!-- HTML posterior omitido -->

Note que agora temos apenas a diretiva meu-focus sem qualquer outro atributo. Simples assim? Vamos alterar nossa diretiva:

// public/js/directives/minhas-diretivas.js  
  
// código anterior omitido   
  
 .directive('meuFocus', function() {  
 var ddo = {};  
 ddo.restrict = "A";  
 // não tem mais scope  
 ddo.link = function(scope, element) {  
 scope.$on('fotoCadastrada', function() {  
 element[0].focus();  
 });  
 };  
  
 return ddo;  
 });

As mudanças são notáveis: primeiro, não precisamos configurar um escopo isolado. Em seguida, usamosscope.$on para ouvir o evento fotoCadastrada que será disparado pelo nosso controller. Quando o evento for disparado, manipulamos o DOM focando nosso botão. O resultado deve continuar o mesmo: nosso botãovoltar ganhará o foco.

Interessante, mas uma pergunta que não quer calar: se alguém esquecer de disparar o evento no controller? E se outras diretivas também estiverem interessadas no evento fotoCadastrada? Parece que um bom local para dispararmos esse evento é dentro do nosso serviço cadastroDeFotos. Não haverá acoplamento do produtor do evento e de quem o consumirá, algo interessante sob o ponto de vista da manutenção do nosso código.

O problema é que dentro de um serviço não temos acesso ao $scope, só controllers têm. Porém, podemos injetar dentro do nosso serviço o $rootScope, escopo pai de todos os escopos para a partir dele dispararmos nosso evento.

Primeiro, vamos remover o disparo do evento em FotoController:

// public/js/controllers/foto-controller.js  
  
// código anterior omitido  
  
$scope.submeter = function() {  
  
 if ($scope.formulario.$valid) {  
 cadastroDeFotos.cadastrar($scope.foto)  
 .then(function(dados) {  
 $scope.mensagem = dados.mensagem;  
 if (dados.inclusao) $scope.foto = {};  
 // o broadcasting foi removido  
 })  
 .catch(function(erro) {  
 $scope.mensagem = erro.mensagem;  
 });  
 }  
 };

Agora, vamos editar public/js/services/meus-servicos. No serviço cadastroDeFotos, injetaremos$rootScope e a partir dele dispararemos o evento fotoCadastrada quando a foto for incluída ou alterada. Como ele é o pai de todos os escopos dos controllers, os $scope também serão afetados pelo disparo do evento:

angular.module('meusServicos', ['ngResource'])  
 .factory('recursoFoto', function($resource) {  
  
 return $resource('/v1/fotos/:fotoId', null, {  
 'update' : {   
 method: 'PUT'  
 }  
 });  
 })  
 .factory("cadastroDeFotos", function(recursoFoto, $q, $rootScope) {  
  
 // novidade  
 var evento = 'fotoCadastrada';  
  
 var service = {};  
 service.cadastrar = function(foto) {  
 return $q(function(resolve, reject) {  
  
 if(foto.\_id) {  
 recursoFoto.update({fotoId: foto.\_id}, foto, function() {  
  
 // novidade  
 $rootScope.$broadcast(evento);  
  
 resolve({  
 mensagem: 'Foto ' + foto.titulo + ' atualizada com sucesso',  
 inclusao: false  
 });  
 }, function(erro) {  
 console.log(erro);  
 reject({  
 mensagem: 'Não foi possível atualizar a foto ' + foto.titulo  
 });  
 });  
  
 } else {  
 recursoFoto.save(foto, function() {  
  
 // novidade  
 $rootScope.$broadcast(evento);  
  
 resolve({  
 mensagem: 'Foto ' + foto.titulo + ' incluída com sucesso',  
 inclusao: true  
 });  
 }, function(erro) {  
 console.log(erro);  
 reject({  
 mensagem: 'Não foi possível incluir a foto ' + foto.titulo  
 });  
 });  
 }   
 });  
 };  
 return service;  
 });

Show! Agora é cair dentro dos exercícios!

## **O que aprendemos neste capítulo?**

* manipulação de DOM em diretivas
* observar mudanças em propriedades através de $watchers
* o modificador =
* barramento de eventos do Angular